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Abstract
 Fast-paced dynamic environments like robot soccer require highly responsive anddynamic locomotion. This paper presents a comprehensive description of an omni-directional dynamically balanced humanoid walking engine for use in the RoboCupStandard Platform League on the NAO robot. Using a simplified inverted pendu-lum model for Zero Moment Point (ZMP) estimation, a preview controller generatesdynamically balanced center of mass trajectories. Preview control requires a limiteddegree of future path planning. To this end, we propose a system of global and ego-centric coordinate frames to define step placement. These coordinate frames allowtranslation of the Center of Mass (CoM) trajectory, given by the preview controller,into leg actions. Walk direction can be changed quickly to suit a dynamic environ-ment by adjusting the future step pattern. For each component of the walking system,this paper explains the concepts necessary for reimplementation. This report is alsoa useful reference to help in understanding the code which was released under theGNU Lesser General Public License (LGPL) as a result of this project.
 vii
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Figure 1: The NAO robot from Aldebaran-Robotics [12].
 1 Introduction
 Robust biped locomotion is crucial to effective soccer play for humanoid robots. Suc-cessful soccer players must be able to move to the ball quickly, change directionsmoothly, and withstand physical interference from opponents. For humans, evenwhen aided by millions of years of evolution, this task takes several years to perfect.
 In modern robotics, the notion of balanced humanoid robot locomotion is onlyfour decades old. The first humanoid walkers were implemented on small proof-of-concept robots [14]. It wasn’t until the late 1990’s when high-profile robots like Asimoand Qrio were developed in the R&D laboratories of multi-national corporations ofHonda and Sony [6,7]. Although these modern robots garnered considerable coveragein the media, little was ever published about the inner functioning of their walkengines.
 Very recently, widespread investigation of humanoid walking is made possibleby the emerging presence of much less expensive entertainment robots, such as theAldebaran NAO, which cost less than $5,000. The NAO robot is a kid-size humanoidrobot produced by Aldebaran Robotics in Paris, France. It stands 57 centimeters tall,and weighs 4.4 Kilograms. It has 21 actuated joints, two 30 Hz VGA video camerasand a 500 MHz Geode processor (see Figure 1). Because the release of this robotinto research laboratories is so recent, there is still relatively little published in the
 1
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literature about the practical details of implementing a walking engine on a real Naorobot.
 Our main motivation for developing a humanoid walking engine is to use it aspart of the Northern Bites robot soccer team in the RoboCup Federation’s Stan-dard Platform League [10]. RoboCup is an international collaboration of researcherscreated to drive forward the state-of-the-art in artificial intelligence and robotics byproviding a practical proving ground for theoreies in areas such as robot navigation,locomotion and cooperation, among others. RoboCup fosters several leagues whichcompete annually. In the Standard Platform League, all teams use standard hard-ware produced by Aldebaran Robotics. Since we are interested in having a successfulrobot soccer team, fast and balanced locomotion is an absolute necessity.
 At the highest level, humanoid walking can be simply conceptualized as speci-fying the desired direction of motion – left, right, forward, or any such combination.Alternatively, the highest level could also be specified as the locations for a sequenceof desired steps (e.g. when crossing a river using stepping stones). At the lowestlevel, the problem is to find the correct sequence of joint angles which will result ina walking motion that remains upright.
 Not surprisingly, trying to solve this problem solely at either level is impossible.The sequence of joint angles necessary to maintain motion depends heavily on thestance of the robot, and there is no trivial modification to these angles which willcompensate for external forces. In reality, several layers of abstractions need to worktogether to connect the highest and the lowest level, and therein lies the bulk of theproblem:
 How to translate high level motion objectivesinto a sequence of joint waypoints resulting ina dynamically balanced walk?
 The rest of this paper will describe various concepts and abstractions whichconnect these two layers. Although there are many paradigms for generating hu-manoid gaits, not all of them are particularly suited to playing soccer. Of particularimportance is the design of a clean system which is conceptually understandable at alllevels, which is easily maintainable, can run in realtime on the robot and which mostimportantly can maintain balance while walking quickly in a dynamic environment.
 1.1 Related Work
 Although many researchers from around the world ( [5], [4], [2]) have successfullydemonstrated walking algorithms on humanoid robots, a robust solution which worksindependent of hardware configuration does not yet exist. In particular, both Kajitaand Czarnetzki’s work gloss over some crucial details of the implementation, and onlyprovide results based on simulated experiment. Even though Czarnetzki’s [4] methodwas demonstrated on simulated NAO robots, the lack of a detailed description of allparts of the approach make re-implementation non-trivial. We are thus left to craftour own solution which will work on real robots, filling in the unpublished practicaldetails of implementation.
 2
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Iy x
 Figure 2: A sample omnidirectional footstep pattern generated from a constant motionvector (x, y, θ) that, in this case, has both a forward and rotational component.
 Both Czarnetzki and Kajita [4], [5] provide the core of a control theory approachto walking using the Zero Moment Point (ZMP) balance criterion and a previewcontroller. By calculating the location of the ZMP, it is possible to tell whethera robot is balanced. The ZMP concept can thus be used to guide the design of abalanced walk. The ZMP is discussed in more detail in section 3.1. The previewcontroller determines the motion of the Center of Mass (CoM) which keeps the robotbalanced according to the desired location of the ZMP.
 Behnke [2] introduces an omnidirectional gait for use with the Humanoid Leaguein RoboCup, where movement of the robot’s limbs is defined by manually tunedtrajectories, without regard for the balance of the robot. An omnidirectional gaitallows motion in an arbitrary direction, parameterized by (x, y, θ), where x is forwardvelocity, y is lateral velocity, and theta is angular velocity about the vertical axis (seeFigure 2).
 Tuning a manual configuration like the one presented by Benke requires tin-kering with a complex system of interdependent constants, without any theoreticalguarantee of maintaining the robot’s balance. Furthermore, maintaining per-robottunings of a gait is made more difficult by this approach. Instead, a system using thebalanced-based ZMP method can be built using conceptually coherent layers, whilesimultaneously expressing the constraint that the robot must maintain its balance.This approach also increases the ease with which sensor readings of the robot’s balancecan be used as feedback to keep the robot from falling. However, a major drawbackof the ZMP-based approaches introduced by Czarnetzki and Kajita is that the nec-essary layers which bridge the ZMP-based balance control with the actual motion ofthe robot’s limbs are not discussed in sufficient detail for re-implementation.
 This paper builds on the previously published control theory and ZMP basedapproaches by presenting in detail an implementation of an omnidirectional walkengine on the NAO robot used by the Northern Bites team in the Standard PlatformLeague of RoboCup.
 3
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1.2 Overview
 Omnidirectional walking is crucial in soccer, since a soccer player is constantly chang-ing her objective in a quickly changing environment. Other methods, such as thecapability to walk in preset directions which ships with the NAO robot, are notadequate for playing soccer because they do not allow fine-grained control over thedirection of motion. The preset trajectories can walk straight, to the side, or turn butcannot combine the three. Furthermore, the preset trajectories are unable to reactto external disturbances.
 The walk presented here is omnidirectional because it has the capability toplace footsteps to execute movement in an arbitrary direction (see Figure 2). Givena pattern of steps, a preview controller can use a simplified ZMP balance criterion(discussed in sections 3 and 4) to generate a motion of the center of mass (CoM)which maintains dynamic balance during the execution of the footsteps [5]. Finally,using the locations of the footsteps and the center of mass trajectory, the motions ofthe legs can be calculated using inverse kinematics.
 Computationally complex, non-simplified ZMP-based approaches to walkingthat model the full dynamics of the robot traditionally rely on pre-calculated tra-jectories and are thus ill-suited for dynamic environments such as robot soccer. Al-ternatively, dynamically balanced walking patterns can be created at runtime usinga simplified ZMP model and a preview controller. The preview controller generatesvalid CoM trajectories by examining the balance criteria necessary to execute futurefoot steps. A certain degree of previewing is required for walking, since it is impos-sible to change walking direction instantaneously without falling over. The durationof the preview controller’s look ahead determines explicitly which future steps can besafely replaced or updated when the desired direction of motion changes. This allowsa quick response to changes in the environment without compromising the robustnessof the walk.
 The advantage of using the preview control paradigm is that it is much easier toexplicitly and correctly introduce sensor-based stabilization into the control loop. Toincorporate sensor feedback into the walk requires the addition of an observer to thepreview controller [4]. The observer determines the correct response to differencesbetween the expected balance and pose of the robot and the balance measured usingthe robot’s accelerometers. Including sensor feedback closes the control loop, resultingin a “closed loop” walk.
 What follows is a discussion of each of the components of the walk engine,starting with an overview of step placement, followed by a description of the imple-mentation of a preview controller using the ZMP balance metric, finishing with adiscussion of our inverse kinematics system. A schematic overview of the system isshown in Figure 3.
 1.3 Notation
 For clarification, we describe here the notation that we will use consistently through-out this paper.
 4
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Motion Switchboard
 Walk Provider
 Step Generator
 S-frame
 Walking Leg
 F-frame
 Inverse Kinematics
 C-frame
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 Figure 3: An overview of the motion architecture. A switchboard manages many modulesseeking to provide motion functionality. The walk provider provides the robot with walkingcapability, while the scripted provider enables execution of scripted motions. The fourmain components of the walk provider correspond to the four coordinate frames discussedin section 2.
 • Matrices are indicated by a bold capital letter: B,M,W,A, etc.
 • Column vectors are indicated by a bold lower-case letter: x,v, etc.
 • Row vectors are indicated by a transposed bold lower-case letter: cT .
 • Scalar quantities (numbers or functions that return numbers) are indicated bya non-bold character: g, zh, px, Gd(i), etc.
 1.4 Glossary
 The following are brief definitions of some terms which are central to the methoddescribed in this paper.
 • Cart and Table Model: A simplified model of the robot which assumes theentire mass of the robot is concentrated at its center of mass. See section 3.2.
 • Center of Mass (CoM): The location of the center of mass of the robot.When considering the full dynamics, this is the weighted average of all thelocations of the masses of each link in the robots kinematic configuration.
 • Closed Loop: A control system is said to be closed when the output of thesystem is fed back as an input. In this case, the walk controller is consideredto be “closed loop” when the feedback from the robot’s sensors is used as inputto the controller.
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• Degrees of Freedom (DoF): The NAO has 21 degrees of freedom, whichmeans that there are 21 distinct actuated axes of rotation which can be usedto control the robot’s 21 joints.
 • Double Support: The portion of the gait cycle when both feet are in contactwith the ground during which the support foot is switched.
 • Forward Kinematics: The process of determining the location in 3-space ofthe end of one of the robot’s limbs given the angles at each joint.
 • Gait Cycle: One gait cycle is the combination of one single support and onedouble support phase.
 • Hip Offset (HO): The horizontal distance between the center of the robotand the center of the robot’s leg. For the NAO, this is 5 centimeters.
 • Homogeneous Coordinates: A linear algebra convention for expressing coor-dinates to enable translating and rotating the coordinate using matrix algebra.In 3-space, the point (x, y, z) is represented as the vector [x, y, z, 1]T , or moregenerally as [ax, ay, az, a]T , where a is an arbitrary constant.
 • Inverse Kinematics: The process of determining the joint angles requiredto move one of the robot’s limbs to a specific location in 3-space.
 • Joint Chain: One of five sequences of joints in the robot which correspondto the limbs of the robot (i.e. head, arms, and legs).
 • Omnidirectional Walk: An omnidirectional walk is a walk which has theability to walk in an arbitrary direction of motion.
 • Preview Controller: A controller which, by examining future desired ZMPvalues, determines the motion of the center of mass such that the desired se-quence of Zero Moment Points is achieved, thus maintaining the balance of therobot.
 • Single Support: The portion of the gait cycle when only one foot is incontact with the ground (the support foot). The other foot is the swingingfoot, swinging from its last position as the support foot to the location whereit will be the support foot again during the next gait cycle.
 • Sagittal : In human anatomy, this is the plane perpendicular to the lateralplane, when viewed from above. It is analogous to the x direction in the robot’slocal frame of reference.
 • Support Polygon: The convex hull surrounding the foot or feet which havecontact with the ground plane.
 6
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• Zero Moment Point (ZMP): A point which is used to express the balanceof the robot. The point always lies on the ground plane, and must remain insidethe support polygon of the foot for the robot to avoid rotating about the edgesof the foot. The ZMP is discussed in section 3.1.
 7
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2 Omnidirectional Step Placement
 CoM Path
 Support Step
 Swinging Step
 current position destinationsource
 hip
 o!
 set
 F
 F’
 S’ S
 F*
 S*
 Iy
 x
 y
 x
 y
 x
 y
 x
 y
 x
 Cy
 x
 Figure 4: The various coordinate frames are shown in single support mode while the rightleg is supporting and the left leg is swinging from its source to its destination. The supportfoot is always anchored at F. The previous F coordinate frame is F’, and the next one willbe F* once the swinging leg arrives at its destination and becomes the next supporting foot.The I coordinate frame is located at the initial starting position of the robot, and does notdepend on the footsteps shown above.
 The implementation of an omnidirectional walking system is non-trivial. Trans-lating a series of steps to joint angles requires many layers of abstraction in order tobuild a well designed system. On the one hand, the preview controller requires inputbe expressed in a consistent, nonmoving coordinate frame. On the other, walkingis expressed most generally (and elegantly) with respect to a coordinate frame thatmoves with the robot. To handle both of these requirements, we introduce four 2Dhomogeneous coordinate frames which we define to allow each part of the system tobe expressed in the simplest possible terms (See Table 1, Figure 4 and the followingsections for details). (Note: The coordinate frames discussed in this section are pro-jections onto the ground plane. For example, the location of the swinging leg, evenwhile it is lifted from the ground, is projected into the plane for simplicity.)
 These four coordinate frames allow step planning, step execution and leg con-trol to each be expressed in its natural frame of reference. This ensures that thesystem stays manageable because each component only acts on a limited amount ofinformation anchored to its appropriate coordinate frame. Furthermore, the coor-dinate frames provide an abstraction which will make it much simpler to introducewalk vectors which also contain a turning component. Since each coordinate framecorresponds directly to one of the components of the implementation (see Figure 3),the corresponding part of the architecture is listed in brackets in the section headingsfor the relevant coordinate frame below.
 To translate between each coordinate frame, we maintain some transformation
 9
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Table 1: The four coordinate frames necessary for specifying step placement and leg move-ments of the robot. HO is the 50 mm horizontal offset between the CoM and the hip joint.Some of the frames move with the robot and must be updated at various intervals.
 Coordinate Frame Anchor UpdatedC (Center of Mass) CoM Every motion time stepF (Foot) Support Foot When switching from single to double supportS (Step) F ±HO When switching from single to double supportI (Initial) World Never
 matrices which can be applied to move motion trajectories from one coordinate frameto the next (See appendix A for details). Although matrix multiplication can incur aheavy computational load, they reduce human error and improve maintainability byreducing the complexity of the system. In addition, the matrices are small (3x3), andmany are updated only once every footstep – only one matrix must be updated eachtime step. One alternative to our approach would be to specify the entire walkingmotion of each leg as a locus relative to the body’s CoM as is done in [2]. Thisremoves the need for many matrix multiplications, but the process of integrating thecontroller is no longer well defined. Additionally, under such a model, omnidirectionalwalking is very complex. The small overhead potentially incurred by the coordinatetransformations is worthwhile to avoid the complexity needed to design the systemanother way.
 2.1 Steps in the S frame [StepGenerator]
 During the walking process, old steps are discarded and new steps must be planned inthe future (as required by the preview controller). Each successive step is generatedfrom the currently desired walk vector in the S frame as shown in Figure 5. TheS frame is always offset by HO towards the CoM from the F frame (See Table 1).Every time the robot enters a new gait cycle, the S frame is shifted to the inside ofthe current supporting foot. Its location is equivalent to the ground projection of therobot’s CoM when the robot is standing still. Defining steps in this manner allowsstep planning without needing to consider any history of steps. Since the S framemoves to the inside of the next support step after each step, it is easy to generalizethe combination of multiple successive steps.
 2.2 CoM trajectories in the I frame [Controller]
 Using the steps defined in the S frame, the preview controller can calculate the optimalCoM posture that will keep the robot balanced. Since the controller operates in theI coordinate frame, we maintain a transformation matrix from the current S frame
 10
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Support Step
 hip o!set hip o!sety^
 x^
 New
 Step
 theta^
 Sy
 x x
 y F
 F*y
 x
 hip o!set
 S*y
 x
 Figure 5: An additional step is being added using a motion vector (x, y, θ).
 to the I frame that gets updated each time a new future step is created. 1 A moredetailed discussion of the controller is in section 4.2.
 2.3 Leg Trajectories in the F frame [WalkingLeg]
 Movement trajectories for each leg can be expressed elegantly in the F frame. Sincethe F coordinate frame is anchored to the support foot (and temporarily to the world),the motion of the swinging leg is a simple interpolation between start position anddesired end position. In the F frame the support foot’s position always remains at theorigin by definition. For the other (swinging) leg, the motion is interpolated betweenthe swinging source and the swinging destination (See Figure 4.) We use a cycloidfunction to generate a smooth stepping motion which has zero velocity when the footbegins to lift and when it arrives at the destination (inspired by the walk AldebaranRobotics ships with the robots [12]). In order to eventually specify the motion of thelegs in the C frame, we maintain a second transformation matrix from I to F, whichis updated at the beginning of each new walking cycle. This enables us to translatethe target destination for the CoM, provided in the I frame, to the F frame, which istied to the support foot, and is thus much more useful to the robot who can only actin a local coordinate frame.
 1The controller runs in a static coordinate frame because if the coordinate frame of the controllerwere to move with the robot (like the F frame, for example), each of the previewed ZMP valueswould need to get translated as well, which is expensive. Instead the cost is only that of updating amatrix once per step. The only danger is overflowing the float type, but this will only happen after500m of continuous walking in a single direction, which is not possible on a soccer field. For otherapplications, such overflow could be detected, and the system could be reset appropriately.
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2.4 Leg Trajectories in the C frame [Inverse Kinematics]
 Once the leg trajectories are known in the F coordinate frame, they are translated intothe C coordinate frame with another transformation matrix. Since the CoM is alwaysmoving, this matrix is recalculated each time step from the I to F transformationmatrix and the current position and rotation of the CoM in the F frame. The positionis easily obtainable from the controller - the current rotation is stored as the robotrotates the support foot relative to the CoM. Target destinations for the legs can betranslated from the C frame into joints using inverse kinematics and the body heightzh (see sections 3.2 and4.5 for details).
 2.5 Odometry
 Accurate odometry information is crucial for good self-localization during soccer.Since we keep careful track of the progress of the robot relative to a fixed world frame,it is relatively easy to extend the system we use for placing footsteps to generatecumulative updates in position whenever queried by the localization system. Eachodometry update provides a translation vector in lateral, saggital, and rotationalplanes from the C′ frame at the last time the walking system was polled for anupdate to the current C frame. To accomplish this we keep a translation matrix torelate the C′ frame to the I frame. When we get a new request, we can use the currentI to F and I to C transforms together to find the amount the robot has moved androtated. The details are left as an exercise during re-implementation.
 12
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3 Modeling the Dynamics of the Robot
 Given a series of steps, our goal is to specify a trajectory for the CoM which willallow the robot to remain upright and balanced. A good criterion for determiningwhether a robot will fall is the ZMP, which is widely used in biped walking [4,5,14].To simplify the calculation of the ZMP, we follow [5] to simplify the dynamics ofthe robot by modeling it as an inverted pendulum with the entire mass of the robotconcentrated at the CoM. This simplification is called the Cart Table Model, and isdiscussed in section 3.2.
 3.1 The Zero Moment Point (ZMP)
 As previously mentioned, we use the Zero Moment Point (ZMP) as a measure ofbalance for the robot. The method is described in detail in [14], but a brief explanationis provided here for completeness.
 Figure 6: The forces acting on a robot’s foot, from [14]. The ZMP is at point P , where thesum of the moments around the x− and y−axis must add to zero. Mz is the component ofthe momentum about the vertical axis at point P , which can be non-zero. R is the sum ofreactionary forces on the foot, which can be considered to act together at point P . Ma andFa are the moments and forces acting on the ankle, point A, respectively.
 The Zero Moment Point is the point P on the foot (support polygon) where weconsider the sum of the ground reaction forces, R, (normal forces and friction forces)to counteract the force of gravity, FA, and the x,y components of the moment MA atpoint A, the center of the foot. (See Figure 6.) This point (P ) is useful to quantify,because we are very interested in producing motions of the robot where the robotdoes not tip over (i.e., there are no net moments about the x or y axes).
 13
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I
 zh
 x
 p
 τzmp
 Mx
 Figure 7: The cart table model for ZMP, from [5], where zh is the constant height of theCoM, M is the total mass of the cart, p is the ZMP, and x is the position of M relative tothe initial coordinate frame I. τzmp is the torque about the ZMP which must be zero whenp is inside the table support.
 It is important to note that the ZMP can only exist within the support polygon;otherwise, if the point is outside the polygon, it is impossible to balance the forces,and the moments are no longer zero (thus there is no more ZMP).
 Based on the robot’s state (position, velocity and acceleration), it is possible tocalculate the location of the ZMP, and determine if it lies within the support polygon.If the calculated ZMP is outside the support polygon, then the robot is no longerdynamically balanced, and will fall.
 3.2 Cart Table/Inverted Pendulum Model
 Calculating the ZMP of the robot using its full dynamics is computationally intensiveand not suitable for online computation. Instead, we simplify the model of the robotas an inverted pendulum, following [5]. This can be conceptualized as a cart ona table (see Figure 7.) When the cart is near the edge of the table, the table willnaturally tip. To avoid tipping the table, the cart can accelerate away from the centerto balance the torques around the table’s base. This model allows the ZMP in onedimension to be calculated easily from the position and acceleration of the center ofmass of the robot (the cart):
 p = x− zh
 gx (1)
 Where x is the position of the CoM, x is its acceleration, zh is the constant height ofthe CoM from the ground, and g is 9.81 m
 s2 , the magnitude of gravity.
 This simplification has obvious drawbacks, since it does not account for thecomplete dynamics of the robot (such as massive legs). Empirically, we have foundthat the simplified model works fine when there are no external disturbances bytuning some parameters discussed in section 5.
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3.3 Alternate Models
 Other researchers have proposed extensions or replacements for the simple cart tablemodel. Park augments the current position and acceleration based representation ofthe robot by also modeling the angular momentum of the CoM along two axes [11].This method could provide stability improvements over a simple model provided here,but does incur costs associated with higher complexity, since the preview controllermust manage a 5 dimensional state. A final alternative to modeling the robot wouldbe to model the dynamics of the robot completely, without making the simplifyingassumption that all the mass of the robot is concentrated at the CoM of the robot.An approach similar to this is presented in [1]. While this approach has a higherfidelity robot model, it is too computationally expensive to run on a Nao and doesnot lend itself to easily “closing the loop” with sensor feedback.
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4 Controlling the Dynamics of the Robot
 In this section, we will discuss in detail all the components of the system whichactually control the motion of the robot. In the previous section, we discussed howto model the robot in order to use the ZMP as a balance metric. Though this modelallows us to discover if a certain movement will maintain the robot’s dynamic balance,it will not allow us to calculate motions which are inherently balanced. In fact, whatwe need is an inverse to equation 1, which is not symbolically obtainable becausethere are an infinite number of ways that a ZMP p can be generated from variable xand x.
 To calculate the (approximate) inverse numerically, we can use elements fromcontrol theory to control the robot in such a fashion that the robot maintains itsbalance. By specifying that the robot should maintain the ZMP in the center of thesupporting foot, we can take this as the input ZMP reference (pref ) for the controlmodel. Using a preview controller, we are able to examine the desired ZMP referencevalues for the upcoming steps, and the preview controller will iteratively calculate theCoM location at each moment in time which will achieve the desired ZMP. On theNAO, we are able to send updated joint targets to the actuators on a 20 ms schedule,so the controller is built to provide CoM updates also at this frequency. When thepreview controller is augmented with an observer, it can theoretically incorporatesensor feedback to calculate a CoM trajectory which maintains its balance even inthe face of disturbances. Once the CoM path is known, we can translate the CoMpath into joint angles for the robot using a process called inverse kinematics. Asample ZMP reference curve with accompanying CoM trajectory is shown in Figure8.
 50 100 150 200 250
 −60
 −40
 −20
 020
 4060
 x (mm)
 y (m
 m)
 CoMZMP reference
 Figure 8: The two dimensional CoM movement calculated from a reference ZMP curve isshown in both x and y directions.
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4.1 Computing the ZMP Reference from a Sequence of Steps
 A crucial part of the preview controller is previewing the reference ZMP in the future.In order to generate the reference ZMP, we turn each desired step into a sequence ofreference ZMP values as shown in Figure 9. As mentioned in section 3.1, when therobot is in single support, we desire the ZMP to rest in the center of the foot - whenthe robot is in double support, we want to quickly pass the ZMP to the next foot,before beginning to lift the new swinging leg. Though [4] uses a Bezier curve to havea smooth reference ZMP passing between support feet during double support, wehave found that a simple linear interpolation from one foot to the next is sufficient,since the controller naturally smoothes the state transitions. The preview values areinitially expressed in the S frame since they are generated from steps, but are thentranslated into the I frame for use in the controller. To facilitate this, we maintainanother transformation matrix which is updated each time a future step is generated.One important feature of ZMP generation is deciding how far (if at all) the ZMPreference should move forward over the length of the foot during the execution ofa step. In Figure 8, there is no ZMP movement along the foot, while in Figure 9the ZMP is shown to move almost the whole length of the foot. In practice, for anomnidirectional gait, leaving the ZMP centered at the middle of the foot throughoutthe entire step can help reduce oscillations while turning. When walking straighthowever, moving the ZMP during the step can help to produce a smoother gait athigh speeds, but this smoothness can also be adjusted by tuning the controller’sparameters.
 new step
 old step
 old zmp reference
 new z
 mp re
 fere
 nce
 x
 y
 Figure 9: New ZMP reference values are needed when a new step is created: The solid lineindicates the 2 dimensional path of the reference ZMP corresponding to the added step.
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4.2 Preview Control
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 Figure 10: Lateral CoM movement given a reference ZMP plotted during a sequence of fiveforward steps.
 As mentioned several times above, the preview controller is the central partof the walking engine which finds a numeric solution to the inverse of the ZMPequation [5]. The problem is very similar to a servo tracking problem (e.g. a PIDcontroller) where a controller is built to match the output of the system to the desiredinput (or target) by manipulating the system’s control. In a servo, this is analogous tomanipulating the current given to a motor to achieve the desired joint angle. Anotheranalogy is the cruise control system in a car – the control is in this case the amount ofgas sent to the engine, which should be adjusted so that the speed of the car (output)matches the desired speed specified by the driver (input). In each of these systems,the control system is represented by a one dimensional state – joint angle, or vehiclespeed is the only variable which is important.
 In the walking robot case, our state has not one but three dimensions - position,speed, and acceleration. By changing the acceleration of the system (the control), wehope to manipulate the robot’s stance so that the desired ZMP is produced. Notethat the ZMP can be computed from position and acceleration at any moment usingequation 1. This controller has also one other very important difference over a simplePID controller – in order to maintain its balance correctly, the robot must alreadybegin responding in advance to future desired inputs. The way the controller achievesthis is by previewing the future ZMP reference values. In other words, the robot mustbe aware where it is planning to step so it can correctly anticipate the way it willneed to shift its weight to maintain its balance. The number of future ZMP referencevalues which are previewed by the controller is denoted by N . Since there must alwaysbe enough ZMP values to preview, steps which are planned to be started fewer than
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N steps in the future are no longer mutable if the desired walk direction changes.This means the response to a change in direction can be delayed. In choosing theappropriate N , one has to weigh the tradeoff between responsiveness and the degreeto which the controller will accurately track the reference. We choose N = 70, whichcorresponds to 1.4 seconds because this level of previewing showed very good trackingof the reference ZMP in our tests.
 During each time step, the controller models the state transitions using theinverted pendulum/ cart-table model, irrespective of the actual state transitions ofthe real robot. This controller which can preview future demand is called a previewcontroller and was first introduced in 1985 by Katayama [8].
 In this case, the preview controller acts on a list of future ZMP reference valuespref (k), which defines the location of the desired ZMP at a time k∆t seconds in thefuture, where ∆t is the duration of a motion time step. The determination of thefuture reference values is discussed in section 4.1. The state of the robot is modeled bythe controller in one dimension using its position, velocity and ZMP as x ≡ [x, x, p]T .Note that it is better to store the ZMP in the state vector instead of the acceleration,since both are equivalent (see equation 1), and storing p explicitly simplifies findingthe output of the system [4]. The controller works to converge p, from the statevector, with the future pref values, which effectively constitutes an inverse to theZMP equation (1). Given proper preview values, two controllers can work in parallelto generate the states needed to follow the 2-dimensional reference ZMP necessary forwalking. One controller working in the lateral direction during a sequence of 10 stepsis shown in Figure 10. Since the I coordinate frame will not always remain alignedwith the C or F coordinate frames, the two controllers will not always remain splitexactly between lateral and sagittal motion when the robot is turning.
 Each motion frame, the controller updates its internal model of the robot’s stateusing the discretized preview control state update given by
 x(k + 1) =Ax(k) + bu(k) (2)
 Where the optimal system control is given as:
 u(k) = −kT x(k) +N∑
 j=1
 Gd(j)pref (k + j) (3)
 Where N is the number of previewed time steps, and kT is the proportional statefeedback row vector. A is the state update matrix, Gd(j) is the preview gain function,and b is a constant vector. Details of the preview controller, including the processfor finding the optimal values for these matrices is discussed in more detail in [4,5,8]and in appendix B. The process for numerically obtaining them relies on an offlinenumerical computing environment such as Matlab or Octave.
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4.3 Preview Control with Observer
 Since the regular preview controller maintains its own simplified model of the statetransitions of the robot based on the cart-table paradigm, it is unable to correctinaccuracies in the model (such as when a robot’s mass is not concentrated entirelyat the CoM), or to compensate for external pushes or uneven flooring. To this end,the preview controller can be augmented with an observer which watches the actualstate transitions of the robot, and provides feedback to the controller [4]. The NAOrobots are equipped with an inertial sensor unit with accelerometers and gyroscopes,as well as pressure sensors in the feet, and joint encoders which can be theoreticallyused to measure the true ZMP of the robot. Using a measured ZMP, psensor thecontroller is able to more accurately design the CoM path to compensate for sensedreality. The process of determining the sensor ZMP is discussed in section 4.4.
 Similar to the plain preview controller discussed in 4.2, the state for the observeris given as x ≡ [x, x, p]T . The state update is different however since it must includesensor feedback information:
 x(k + 1) =A0x(k) + L[psensor(k)− cT x(k)] + bu(k) (4)
 where L is the observer matrix, which determines how to correct the assumed stateupdates provided by the A0 matrix with the difference between the modeled ZMP,cT x(k), and the sensed ZMP psensor(k). (cT is a constant output row-vector.) Thenon-sensor based control u(k) is determined by a combination of factors includingintegrated feedback error, state feedback, and integrating preview action:
 u(k) = −GI
 k∑i=0
 [cT x(i)− pref (i)]−GTxx(k)−
 N∑j=1
 Gd(j)pref (k + j) (5)
 Finding the optimal values for the constants GI , Gx and Gd(j) is discussed in ap-pendix B. Gd(j) is simply a weighting function which determines how much futurevalues of the ZMP affect the magnitude of the control (see Figure 11).
 4.4 Sensor-based ZMP Readings
 Having sensors correctly inform the observer about the real ZMP is quite tricky. Theoverall idea is to use the many sensors which are on the NAO, such as accelerometers,foot sensors, and joint encoders to provide an instantaneous estimate of the ZMP(psensor). However, in practice this is not so easy.
 Given good accelerometer values, it is trivial to calculate the actual ZMP ofthe robot using equation 1. However, in practice, the accelerometers are very noisy.This necessitates smoothing out the accelerometer values using a Kalman Filter [15].When the robot is stepping quickly, the ZMP must switch in only 20 or 40 ms fromone foot to the next. However, in our trials we were not able to tune the Kalman
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 Figure 11: Optimal values for Gd(i), where the graph shows the appropriate weighting of apreviewed ZMP reference value at i motion frames in the future.
 filter to include oscillations of this frequency without also including sensor noise.Even when the step frequency of the robot is reduced, and the accelerometer
 Kalman filter can apply stronger smoothing, the delayed response of the filter causesthe robot to swing much more initially than required, and then catch itself as it noticesit has swung too far. This type of sensor feedback was not helpful to improving theoverall stability of the robot. In 10 trials walking on the edge of the carpet, the robotfell equally often with the observer on as it did with the sensor feedback turned off.
 4.5 Kinematics
 The final component of controlling the robot is translating leg trajectories from the 3-dimensional version of the C frame into joint angles which can be sent to the actuators(see Figure 12). This process is called inverse kinematics, but is often used implicitlyin the literature with little or no explanation.
 4.5.1 Forward Kinematics
 To understand inverse kinematics, it helps to first understand forward kinematics.Forward kinematics is conceptually and computationally much easier than inversekinematics. Given a sequence of joint angles, it is always possible to give the re-sultant location of the end effector. The process could easily be done by hand intwo dimensions, with pen, paper and a protractor. Given each angle and the lengthof each link, one could easily find the location of the end of the arm, for example.Inverse kinematics is the opposite of this process and can not be solved symbolically.
 Though there are many possible ways to calculate forward kinematics, we will
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Figure 12: For inverse kinematics, we consider a 3-dimensional version of the C and Fframes (one for each foot).
 use the modified Denavit Hartenberg convention (referred to as mDH from now on),which is described online in many places (e.g. Chapter 1 of Springer Handbook ofRobotics [13].) The basic idea behind mDH is to describe the method in which jointsare connected to each other in a standard way. If all the links in the system aredescribed in such a way, we can then write a general method to translate the jointsfor a given chain into a point in 3-space if we are also given the mDH parameters forthat chain.
 Generally, the mDH convention provides a standard way of converting betweenthe local reference frames of each actuator to the next one in the chain. In addition, asmall number of pre- and post-transforms define the offsets between the origin coor-dinate frame and the first actuator, and between the last actuator and the coordinateframe of the end effector, respectively.
 In effect, each step in this conversion involves iteratively applying a rotationmatrix to the origin coordinate frame, where the iterating matrix depends on theactuator’s angle of rotation.
 Using a symbolic mathematics package such as Mathematica, we can pre-calculate the translation between the joint space and 3-space for each chain to savecomputation at run time. (See appendix C.)
 4.5.2 Inverse Kinematics
 Inverse kinematics is the opposite of forward kinematics. The goal is to find a setof angles which will move the end of the target chain to the correct location in 3-space. It is important to note that most points in 3-space cannot be achieved with aunique set of joints, and even more points are not reachable at all. For example, it isimpossible to reach a point with your ankle that is further from your pelvis than thelength of your leg. Similarly, there are many possible arm configurations which willring a doorbell.
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The method we use to solve inverse kinematics is basically an iterative solutionto a minimization problem in the error space of forward kinematics. Consider a target,T , in 3-space for the end effector: T = (x, y, z). Consider an initial set of joints j0,then we can apply forward kinematics (FK) to find the current location in 3-space,t0, given those joint angles: t0 = FK(j0). We can also measure the current error asthe distance from the current end effector to the desired target e(ti) = (T − ti)2. Theinital error is given as e(t0). Now, we’d like to find a set of joints j2, · · · , jn such thateach joint combination ji has a lower error e(ti), until e(tn) ≈ 0. In this situtation,the end effector for the joint angles jn will have arrived at the specified location.
 In practice, we solve this problem using Jacobians to find the “direction” ofsteepest descent in order to minimize the error as quickly as possible. We can performthis process quickly enough so that it can be used without trouble at run-time onthe robot. An outline of the Jacobian approach is presented here [3]. For balancedwalking, we also impose a second condition that the foot remain parallel to the ground.
 Using inverse kinematics (sometimes referred to as IK), we can control all chainsof the robot in 3-space, rather than the joint space. This extra layer of abstractionhelps to connect the high and low level tasks required for walking.
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5 Results
 Using our system of coordinate frames coupled with preview control, we are currentlyable to achieve maximum forward walking speeds of 10.5 cm/s, which is similar to the11.3 cm/s top speed of the Aldebaran walk engine achieved in [9]. In addition, we areable to move omnidirectionally. Furthermore, the closed-source Aldebaran walk doesnot have any potential way to add sensor feedback. (It is not known exactly whichmethod the Aldebaran walk uses for gait synthesis.) From this comparison, it can beseen that there is a definite advantage to developing our own walking system, sincewe are able to decide specifically which direction we would like to walk. However,walking at 10.5 cm/s with either walk engine can be very unstable, particularly sincethe robot can build up oscillations which can cause the robot to fall after several stepsof walking.
 Theoretically, introducing sensor feedback can compensate for such oscillations,but as noted in section 4.4, we had significant difficulties implementing sensor feed-back. This was due largely to the fact that we were unable to estimate a good sensorZMP from the accelerometers with low time delay. Though the introduction of theobserver was visibly able to compensate for some build up of oscillation, the extraoscillations introduced due to sensor lag did not make the closed loop system a sig-nificant improvement. Furthermore, the addition of sensor feedbacks adds an evengreater amount of variability to the walk, which makes it more difficult to tune gaitparameters effectively.
 Even when the sensor feedback was turned off2, we found that the CoM controlresulting from the preview controller with observer was smoother and more stablethan the CoM control which was generated from the simple preview controller. Thisis most likely due to the slight differences in the way the optimal controller is derivedin each case.
 With or without sensor feedback, we were able to walk consistently while re-maining balanced with a speed of 5 cm/s. The speed reduction reduced the amountof oscillation buildup when switching directions, but it did not eliminate it. In prac-tice, a strategy to reduce such oscillations sufficiently requires stopping before largechanges in velocity (i.e. changing directions). Though this is not optimal, withoutworking sensor feedback a better solution is unlikely to be found.
 Since we did not satisfactorily complete sensor feedback to effectively compen-sate for external disturbances, we rely on the accelerometers to distinguish an uprightposture, and sense when the robot has fallen, allowing a standup move to be executedbefore restarting the walking.
 Additionally, there are differences in the motors from robot to robot, and wemust make slight adjustments to two parameters individually per robot to keep therobot from falling over. The two additional parameters we have introduced to correctfor the perfect model of the robot are an induced offset in the lateral swing offset, andan artificial compensation to one of the hip joints to compensate for weak motors.
 2 Using the preview controller with observer, it is possible to effectively turn off sensor feedbackby feeding the expected, perfect sensor data into the observer.
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The first adjustment we make was inspired by the walk Aldebaran ships withthe robots [12]. The actuators struggle to give enough power to the hip joints in orderto lift the swinging leg from the ground. To compensate for this, we gradually add anoffset to each individual hip-roll (hip lateral swing) joint during the swinging phase(using a cycloid function). Though this offset is configurable for both right and lefthips, we have found a constant maximum correction of about 4 degrees works wellacross multiple robots.
 The second offset we introduced helps balance the robot by moving the referenceZMP laterally away from the inside of the foot, inducing a greater hip swing. Sincethe robot is unable to measure the actual ZMP of the robot, we are able to tune thisparameter to get the correct swing on a per robot basis. Since each robot has differentmotors, we have found manipulating this offset an effective means of compensatingfor this variability. The offset is distinct for each hip so this provides considerablehelp in offsetting asymmetries in robots that might have asymmetrically weakenedknees or hips.
 An additional important result of this project is that the code implementa-tion of our system, written in C++ using Boost’s UBLAS linear algebra package,is publicly accessible under the LGPLv3 license using git at http://github.com/
 northern-bites/nao-man.git.
 5.1 US OPEN 2009
 As part of preparation for the worldwide RoboCup competitions which will be held inJuly 2009 in Graz, Austria, Bowdoin College hosted the US OPEN for the StandardPlatform League in May 2009. This event provided a crucial chance to test ourwalking engine in real soccer games, and also allowed our team to discuss walkingapproaches with other teams.
 Of the 4 teams in attendance, two of the others used the closed source enginefrom Aldebaran, while only one other team besides us had designed their own walkengine. Although our walk was nearly as fast in straight line speed as the fastestteam, our ability to respond to the movements of the ball was worse. This was inpart due to our walking engine. Also, our lack of ability to have equally good gaitson all our robots severely hampered our ability to have thee working robots on thefield at each time. These observations led us to discover some key weaknesses in oursystem:
 1. The starting and stopping of our engine was slower than other teams. Whilethis is in part due to the necessity of previewing 1.4 seconds in the future, itwas also due to a design flaw in our step storing system which requires firmcommitment to at least 2 future steps regardless of step frequency.
 2. Our inability to tune all our robots correctly is most likely due to the fact thatwe never vary the stiffnesses of any of the joints in our legs during the gaitcycle. This means with certain types of gaits, our robots quickly lost balanceafter small disturbances.
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Of all the teams in attendance, no team was able to find a better solution toreducing the oscillations resulting from changing directions. The common strategy,as mentioned above, is to come to a complete stop before switching direction.
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6 Future Work
 Future work is particularly necessary in advance of the RoboCup world championshipswhich are coming this summer. We have pinpointed several concrete improvementswhich will allow us to fix the weaknesses we observed at the US OPEN 2009.
 Perhaps the most important improvement will be to introduce stiffness modu-lation into the gait cycle. This will allow the hips and the supporting leg to maintainhigh stiffness, while the knee and ankle of the swinging leg will have medium and lowstiffness respectively. Reducing the stiffness in the ankles should reduce the amountof backlash that the robot experiences as the swinging leg touches down, and shouldallow the development of faster gaits. The extra smoothness which comes with thelower stiffness may also improve our ability to rely on the sensor ZMP, and may allowthe observer to help create a noticeably stabler walk. Reducing the rigidity of theankles also has the potential to help enormously with compensating for the differencesbetween robots’ actuators by lowering the impact of imperfections in the gait.
 The architectural flaw which reduces our ability to respond quickly to the envi-ronment must also be fixed. In order to stop quickly, it is crucial to be able to change,update, or delete the current future planned steps, and replaced them with stoppingsteps instead. The flaw stems from two places which limit our ability to make suchchanges. The first is that during a gait cycle we are unable to move the destinationof the swinging leg, even if the destination has not yet been taken into account forthe generation of preview values. This means we must wait at least 2 additional stepsbefore we are able to stop. To fix this, we will need make the WalkingLeg componentof the architecture able to gracefully respond to moving targets for the destinationof the swinging leg during the gait cycle. The second flaw stems inherently from thenature of the preview controller, since we are unable to move the locations of futuredesired steps once the controller has begun to consider the future reference ZMP val-ues which were generated from the step. It is further complicated by the fact that wegenerate ZMP reference for a whole gait cycle at one time. This makes it difficult torespond quickly to a changing environment, since this generated ZMP can no longerbe changed, even if only part of it is needed for use as preview-able ZMP referencevalues.
 Though one possible fix for this problem is to reduce the preview period toless than 1.4 seconds, this will probably not be enough. Although we have notexperimented on the real robot with lowering the preview period, offline tests showthat it can only be lowered slightly before the controller starts to loose the ability toachieve the desired ZMP. Likely, we will need to build into the controller the abilityto move steps even after the controller has begun to consider the associated ZMPreference values. Although this may break the theoretical optimality of the controller,it may be necessary to achieve fast enough response times to the movement of theball. The fix for this would involve recomputing the next N preview frames every timestep, so that as the steps are moved towards a stopped configuration, the controllercan begin responding immediately. The advantage of the current, flawed model isthat it is computationally faster, because it only computes the ZMP reference valuesonce, and keeps them in the I frame. By continually recalculating the ZMP reference
 29

Page 38
                        

values, we would increase the flexibility of the walking engine while simultaneouslydecreasing the computational efficiency of the engine.
 In comparing our walk engine with the Aldebaran walk engine, one thing whichthey may be doing differently (and in fact better), is that they may be considering thefull kinematics of the robot in their inverse kinematics step. We fix the belly buttonof the robot to follow the CoM path of the robot produced by the preview controller,regardless of the movement of the swinging leg. This means the mass of the legs is notconsidered when we follow the output of the preview controller and we consequentlyare not correctly following the CoM path. When the swinging leg is moving quickly,or is extended far from the rest of the body, this can have especially harmful effectson the balance of the robot. To fix this shortcoming, it would be possible to build amore complex inverse kinematics system which finds the appropriate angles for theleg joints to send both legs, and the combined CoM of the body to their appropriatedestinations.
 Finally, as a possible alternative to the observer, it may be desirable to movethe locations of future or current footsteps to respond to large sustained disturbances.Using the modifications proposed in the previous paragraph, this type of compensa-tion would be much easier.
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7 Conclusion
 There is an increasing emphasis on humanoid robots since humanoid robots haveseveral advantages over wheeled robots. Bipeds have higher mobility on rough orhumanized terrain (such as stairs), and are more socially compatible with humans.In RoboCup, this increased interest reflects the desire to play soccer on even termswith humans. As part of this effort to achieve RoboCup’s mission to beat the humanFIFA world cup champions in 2050, researchers from around the world will be drawnto the humanoid robotics as a platform for research. Our intent with this projectis to provided a primer on humanoid walking, complete with an open-source codeimplementation and strong documentation, both at the conceptual level (which isprovided in this report) as well as at the implementation level (which is providedin the code itself). This desire was particularly fueled by our initial frustration aswe attempted this project with limited background in control theory and humanoidrobots. We hope that this report will enable future researchers in our position toquickly familiarize themselves with one method of humanoid gait generation, andthus ultimately speed up the rate of research in the field.
 Although we faced many challenges, some of which were not possible to solvewithin the time frame of the project, we believe that our system is nonetheless welldesigned and resource efficient. With the many layers of abstraction we put in place,the extension of our code becomes much easier, and thus enables future research to beconducted more effectively. Since we were outperformed at the US OPEN by some ofthe teams who had exceptional tunings of the default Aldebaran walk, we will needto leverage the advantages that we gain by being able to modify the architectureand inner workings of the walk engines. In addition, the open-source nature of thisproject will allow other interested researchers in our league to build a robust systemfor comparing different methods of gait synthesis.
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A Translating between coordinate frames
 The four key coordinate frames used to generate walking motions are discussed insection 2. The matrices to do the transformations are given below
 Tif (n) = Fn × Fn−1 × · · · × F2 × F1
 Fi =
 0 0 00 0 ±HO
 0 0 1
 cos(−θ) − sin(−θ) 0sin(−θ) cos(−θ) 0
 0 0 1
 0 0 −sx
 0 0 −sy
 0 0 1
 xf (n∆S + t)xf (n∆S + t)
 1
 = Tif (n)
 xi(n∆S + t)yi(n∆S + t)
 1
 Tfc(n∆S + t) =
 cos (φ(n∆S + t)) − sin (φ(n∆S + t)) 0sin (φ(n∆S + t)) cos (φ(n∆S + t)) 0
 0 0 1
 0 0 −xf (n∆S + t)0 0 −yf (n∆S + t)0 0 1
 destxc
 destyc
 1
 = Tfc
 destxf
 destyf
 1
 (A-1)
 Where Tif (n) is the transformation matrix between coordinate frames I and F aftern steps. HO is the horizontal offset between the CoM and the hip joint, and Fi isthe matrix to translate from the F(i-1) coordinate frame to the next F(i) coordinateframe given the ith step (sx, sy, θ). (xi(n∆S + t), yi(n∆S + t)) is the position of theCoM in the I coordinate frame at time t after the nth step was started (∆S is theduration of a step). φ(n∆S+t) is the rotation of the center of mass at time t betweenthe C frame and the F frame. Tfc is the transformation matrix between the F and Ccoordinate frames, and destxc, destyc is the destination of a heel in the c coordinateframe.
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B Finding the optimal preview-controller (with ob-
 server)
 This appendix shows the numerical process of deriving the optimal solutions for thecomponents of the preview controller with observer presented in section 4.3.
 Modeling discretized state transitions with matrices
 Using the model presented in section 3.2, we can model the continuous state transi-tions of the robot using linear algebra:
 d
 dtx = A′x + bT ′v (B-1)
 d
 dt
 xxp
 =
 0 1 0gzh
 0 gzh
 0 0 0
 xxp
 +
 001
 v (B-2)
 Where x is the state of the system, and v is the control input. In this instanceof the preview control, the control vector v is actually a single number. g is themagnitude of gravity (9.8 m
 s2 .) For the Nao robot, we pick zh = 0.31 meters.
 Since we need to model this system on a digital computer, we need to discretizethis model into timesteps ∆t. The frequency of updates to the joint actuators is 50ms, so ∆t = 0.02 seconds. The discretized state update is given by
 x(k + 1) =eA′∆t +
 (∫ ∆t
 0
 eA′vdv
 )b′v(k) (B-3)
 This gives the discrete-time time-invariant model of the system
 x(k + 1) =A0x(k) + bu(k) (B-4)
 y(k) =cT x(k) (B-5)
 Where A0 = eA′∆t, and b =
 (∫ ∆t
 0eA
 ′vdv)
 b′. This yields
 x(k + 1) =
 1 ∆t 0gzh
 ∆t 1 gzh
 ∆t
 0 0 1
 xxp
 +
 00
 ∆t
 u(k) (B-6)
 y(k) =[0 0 1
 ]x(k) (B-7)
 Up to this point, we have simply developed a model for the state transitions ofthe robot without considering sensor feedback. To incorporate sensor feedback, weintroduce the observer matrix L, whose derivation described in the next section. The
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complete state update (including sensor feedback) is given by
 x(k + 1) =A0x(k) + L[psensor(k)− cT x(k)] + bu(k) (B-8)
 Finding optimal control
 Now that we have developed a matrix model of the system, the next step is to findthe optimal way to control the system so that the output converges to the desiredtarget quickly. This is covered in [4], but is reproduced with some annotations andclarifications here.
 First we need to find an optimal L such that the matrix A0−b∗Gx is assymp-totically stable. This is done using the Linear Quadratic Regulator(LQR) method inMatlab: L = dlqr((A0-b*Gx)’, c’, eye(3) , R)’;
 To find the optimal controller, we define a performance index J that we willminimize to find the optimal controller. J is defined as
 J =∞∑
 j=1
 {Qe [p(j)− pref (j)]2 + ∆xtQxx +Rvt(j)v(j)
 }(B-9)
 where the first term serves to minimize the tracking error (the difference betweenthe current ZMP and the reference (target) ZMP), the second term to minimizechanges in the state vector and the third term serves to minimize the magnitude ofthe control being applied to the system. Qx is a square diagonal matrix with Qx
 on the diagonals. The constants Qe, Qx and R are arbitrary. In our work we usedQe = 0.3, Qx = 0.25, R = 1.0× 10−6 [4].
 Minimizing the performance index is discussed in [8], and yields the control lawwhich allows us to calculate u(k):
 u(k) = −GI
 k∑i=0
 [cT x(i)− pref (i)]−GTxx(k)−
 N∑j=1
 Gd(j)pref (k + j) (B-10)
 where the optimal GI ,GT
 x, Gd(i) are determined by solving the following discreteRiccati equation:
 P = AtPA−AtPB[R + BtPB
 ]−1BtPA + Q (B-11)
 where
 Q =
 [Qe 00 Qx
 ],B =
 [cT bb
 ],A =
 [D F
 ],D =
 1000
 ,F =
 [cT A0
 A0
 ](B-12)
 Equation B-11 can be solved using the Matlab/octave routine and P=dare(A, B, Q, R);
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In addition, the following asymptotically stable matrix is computed to find the pre-view function:
 Ac = A−B[R + BtPB
 ]−1BtPA (B-13)
 Together, these matrices allow solving for the optimal controller constants:
 GI =[R + BtPB
 ]−1BtPD (B-14)
 Gx =[R + BtPB
 ]−1BtPF (B-15)
 Gd(j) =[R + BtPB
 ]−1Bt[At
 c
 ]j−1PD (B-16)
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C Forward Kinematics
 Forward kinematics using the mDH convention as discussed in section 4.5.1 involvescoordinate transformations using homogeneous coordinate transformations. Thereare four types of 3D homogenous coordinate transformation matrices: translation by(x, y, z), or rotation about one of three axis by θ:
 Rotx(θ) =
 1 0 0 00 cos θ − sin θ 00 sin θ cos θ 00 0 0 1
 , Roty(θ) =
 cos θ 0 sin θ 0
 0 1 0 0− sin θ 0 cos θ 0
 0 0 0 1
 (C-17)
 Rotz(θ) =
 cos θ − sin θ 0 0sin θ cos θ 0 0
 0 0 1 00 0 0 1
 , T rans(x, y, z) =
 1 0 0 x0 1 0 y0 0 1 z0 0 0 1
 (C-18)
 Each link in a robots chain is assigned mDH parameters ~m = (α,L, θ,D), wherethe translation update for that link in the chain is given by the matrix expression
 LinkUpdate(α,L, θ,D) = Trans(L, 0, 0)Rotx(α)Rotz(θ)Trans(0, 0, L) (C-19)
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D Code
 The C++, R, Octave and Mathematica code created as part of this project is licensedunder the LGPL as part of the Northern Bites RoboCup code repository and is avail-able using the git versioning control system from www.github.com/northern-bites.Additional documentation and instructions for compiling and using the source areavailable on the team’s wiki at robocup.bowdoin.edu/trac. At the time of writing,no release candidate has been designated since the Northern Bites code base is underconstant development.
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